Delta Logics: Logics for Change

Adithya Murali and P. Madhusudan

Department of Computer Science
University of Illinois at Urbana Champaign
{adithya5,madhu}@illinois.edu

Abstract. We define delta logics, a new class of logics designed to express verification conditions of basic blocks that destructively manipulate a heap. Instead of monolithically describing the entire heaplet modified by the basic block, delta logic formulas describe separately the part of the heap that changes and its unchanged context. We prove that any formula in first-order logic with least fixed points can be written in delta logics. Utilizing this simplicity and separation, we develop an expressive decidable delta logic that states properties of lists using a variety of measures on them, including their heaplets, their length, the multiset of keys stored in them, the min/max keys stored in them, and their sortedness. We show that delta logics and the associated decision procedure yield a practically viable verification engine through an implementation of the technique and an evaluation of it.

1 Introduction

Classical logics, such as first-order logic with least fixpoints (FO + lfp) or higher order logics, are often static in the sense that formulae describe the state of a single world. Verification conditions of imperative programs describe typically at least two different worlds: the pre-state and the post-state of a program. Consequently, expressing validity of verification conditions (VCs) naturally involves the challenge of expressing the evolving worlds of program states in a static logic. The classical notion of strongest postcondition for programs with scalar variables does precisely this—it expresses the precondition, the intermediate states of the program, and the post-state using auxiliary first-order variables that capture the scalar variables at these states. The weakest precondition, again for programs with scalar variables, solves the same problem.

The focus of this paper is in generating logical formulations of verification conditions for program snippets that manipulate the heap. The pre- and post-conditions are written in quantifier-free FO + lfp. Several complex and interesting properties of heap manipulating programs can be expressed using recursively defined functions and predicates, such as ‘x points to a linked list segment ending at z’ and ‘the maximum element stored in the list pointed to by x’. In this setting, the heap consists, minimally, of a set of pointer fields that are modeled by first-order functions, and the program’s execution alters these functions. Consequently, the translation of Hoare triples to validity of verification conditions is
considerably harder, in comparison with programs with only scalar variables (in fact, it is hard for any heap logic). This is further complicated by the presence of recursively defined functions/predicates that refer to pointer and data fields, which can express complex properties combining both shape and data on the heap.

The most straightforward way to accurately capture a Hoare triple involves defining two sets of pointer variables \( (p, p') \), one for the pre-state and one for the post-state, and two versions of recursive functions that use them \( (R \text{ using } p \text{ and } R' \text{ using } p') \). Furthermore, a quantified formula can be used to say that all pointer fields on elements not modified by the code snippet remain the same in the post-state (for every \( p \in p \), \( \forall x \notin \text{Mod} \, p'(x) = p(x) \)). All of this, especially the introduction of a new set of recursive functions, makes automated reasoning of the verification conditions extremely complex.

Another way to generate verification conditions is to avoid defining the new set of recursive functions \( (R') \) for the post-state. Instead, we use frame reasoning to argue that recursive functions on certain locations have not changed across the snippet as the modified heaplet is disjoint from the footprint of the definition \([46, 41]\). Frame reasoning is at the heart of the design of separation logic \([47, 39]\). However, frame reasoning alone is not complete, as when the code snippet changes the semantics of a recursive definition, we do not have a way of reasoning with this semantics (see Section 8.1 for an example).

For program snippets that involve function calls, we believe that frame reasoning is appropriate, and continue recommending it. In modular verification, where we do not examine the implementation of the function called, all we can assume is the contract it provides. Hence, a verification condition that assumes the modified heaplet is changed arbitrarily and that nothing can be known about recursive functions involving the changed heaplet (beyond what the contract promises) is often effective.

However, for program snippets without function calls, where we know precisely the code snippet, we argue that an accurate encoding of the verification condition is possible that is also amenable to automated reasoning.

**Delta Logics**

In this paper, we identify a new class of logics called *Delta logics* for expressing verification conditions that addresses the above problem. Consider a Hoare triple of a program snippet, where the snippet changes a finite portion of the heaplet, \( \Delta \). Formulae in delta logics are Boolean combinations of two kinds of formulae. The first kind are *delta-specific* formulae that talk about the modified heaplet \( \Delta \), without using any recursive definitions. The second kind, called *contextual/context-logic* formulae, strictly talk about the unbounded portion excluding \( \Delta \), and use recursive definitions. A set of first-order interface variables (called *parameters*) are used to communicate information between the two kinds of formulae. The recursive definitions occurring in the contextual formulae use these parameters, which essentially summarize the values of the recursive def-
initions within $\Delta$. These parameters themselves can depend on values of the recursive definitions outside $\Delta$, setting up mutual constraints (see Figure 1).

We argue that delta logics are well suited for expressing verification conditions of program snippets without function calls. When translating Hoare triples to VCs, the semantics of the program snippet translates to a delta-specific formula. A technical challenge, however, is to translate the pre- and post-conditions (expressed in FO+$lfp$, not delta logics) to delta logic. We prove a key theorem, called the Separability Theorem that shows that any quantifier-free FO formula with recursive definitions can be expressed in delta logics, i.e., as a Boolean combination of delta-specific formulae and contextual formulae. We shall see that this separation is nontrivial, and requires the definition of new parameterized recursive functions called ranks for each parameterized recursive definition.

The key advantage of expressing VCs in delta logic is that recursive definitions are allowed in contextual formulae, and hence we do not need to redefine them for the post-state. (More precisely, the recursive definition on the post-state depends on the first-order parameters of the post-state but not on the first-order pointer functions of the post-state).

We emphasize that though delta logics are particularly meant for program snippets that do not involve function calls, they can be, as we show, seamlessly combined with frame reasoning for function calls, leading us to define a comprehensive verification technique for programs with function calls. (A more verbose discussion of the intuition behind delta logics and its relationship with frame reasoning, with an illustrative example showing the separation into contextual and delta-specific formulae, as well as an overview of the VC generation mechanism, is given in Appendix 8.1, due to lack of space).

A Decidable Logic for List Measures

The second half of this paper is devoted to building decidable heap logics using the simplicity that delta logics bring in terms of expressing VCs. When VCs are expressed in delta logic, we need to reason with a single contextual universe over which there is a single set of recursive predicates and functions. This greatly simplifies reasoning with these recursive predicates and functions.
We define a delta logic $LM$ that expresses properties of list segments along with a varied collection of measures on them, including their heaplets (for expressing separation properties), their lengths, the multisets of keys stored in them, the min/max keys stored in them, and their sortedness (all these measures are expressed as recursive functions). Our technique for decidability is to design a decision procedure for the contextual logic with these measures. The procedure aims to find a single infinite heap model for the context where the VC may get violated by summarizing measures on list segments between locations where list segments merge. Our algorithm works by translating delta logic formulae to equisatisfiable quantifier-free formulae without recursive definitions. This leads us to a decision procedure for delta logics for linked lists with all the six measures above. The decision procedure crucially relies on the fact that contextual formulas are on a universe where the pointer fields do not change, resulting in a static universe that is far easier to reason with. To the best of our knowledge, this is the most expressive decidable program logic for list manipulating programs.

Finally, we implement and evaluate our technique by expressing VCs using delta logics and validating them using our decision procedure on a suite of programs, and show it to be effective both for verifying correct programs and finding bugs in incorrect ones.

2 Delta Logics

In this section, we define delta logics extending many-sorted first-order logic with least fixpoints and background axiomatizations for some of the sorts.

Quantifier-free First Order logic with least fixpoints ($\text{FO} + \text{lfp}$)

Let us fix a many-sorted first-order signature $\Sigma = (S, \mathcal{F}, \mathcal{P}, \mathcal{C}, \mathcal{G}, \mathcal{R})$ where $S = \{\sigma_0, \ldots, \sigma_n\}$ is a nonempty finite set of sorts, $\mathcal{F}$, $\mathcal{P}$, and $\mathcal{C}$ are sets of function symbols, relation symbols, and constant symbols, respectively, and $\mathcal{G}$ and $\mathcal{R}$ are function and relation symbols that will have recursive definitions. These symbols have an appropriate arity and a type signature implicitly defined.

Let $\sigma_0$ be a special sort that we refer to as the foreground sort, which will model locations on the heap. The other sorts, which we refer to as background sorts, can be arbitrary and constrained to conform to some theory (such as a theory of arithmetic or a theory of sets).

We assume the following restrictions:

- We assume all functions in $\mathcal{F}$ map either from tuples of one sort to itself or from the foreground sort $\sigma_0$ to a background sort $\sigma_i$, $i > 0$. Relations in $\mathcal{P}$ are over tuples of one sort only.
- The functions in $\mathcal{F}$ whose domain is over the foreground sort $\sigma_0$ are unary. Also, relations over the foreground sort $\sigma_0$ are unary relations.
– Recursively defined functions (in \( G \)) are all unary functions from the foreground sort \( \sigma_0 \). Recursively defined relations (in \( R \)) are all unary relations on the foreground sort \( \sigma_0 \).

The restriction to have unary functions from the foreground sort (which models locations) is sufficient to model pointers on the heap (unary functions from \( \sigma_0 \) to \( \sigma_0 \)) and to model data stored in the heap (like the keys stored at locations modeled as a function \( \text{key} \) from \( \sigma_0 \) to a background sort of integers, the set of keys stored in a linked list pointed to by a location as a function from the foreground sort to sets of integers). This restriction will greatly simplify the presentation of delta logics below. The restriction of having unary recursively defined functions and relations will also simplify the notation. Note that recursive definitions such as \( \text{ls}(x,y) \) that are binary can be written recursively as unary relations such as \( \text{ls}_y(x) \) (parameterized over the variable \( y \)).

The logic of quantifier-free FO+\( \mu \)p formulae that we use consists of a pair \((\text{Defs}, \varphi)\) where \text{Defs} is set of mutually recursive definitions for (unary) predicates \( R \) and functions \( G \) (with least fixpoint semantics), and \( \varphi \) is a quantifier-free formula that uses these definitions. A definition of a recursive function \( G \) will be of the form: \( G := \mu p \varphi(x, G(p_1(x)), \ldots, G(p_n(x)), \rho(p_1(x)), \ldots, R(p_n(x))) \) where \( p_i \) are unary functions in \( F \) from \( \sigma_0 \) to \( \sigma_0 \). \( G(p_i(x)) \) represents terms of the form \( G'(p_i(x)) \) for any \( G' \in G \); \( R(p_i(x)) \) is defined similarly. We also require that \( \varphi \) be monotonic, i.e., the terms \( G(p_i(x)) \) and \( R(p_i(x)) \) occur in the definition under an even number of negations. Similarly, the definition of a recursive relation will be of the form \( R := \mu p \varphi(x, R(p_1(x)), \ldots, R(p_n(x)), G(p_1(x)), \ldots, G(p_n(x))) \).

The lattice for computing the least fixpoints for predicates is \( \{ \top, \bot \} \) with \( \bot < \top \). For functions whose range is \( D \), this lattice is \( D \cup \{ \bot \} \), where \( \bot < d \) for every \( d \) in \( D \). The semantics of atomic formulae is that they evaluate to \( \text{false} \) whenever they involve a term involving \( \bot \), when the formula is under an even number of negations; and to \( \text{true} \) otherwise.

**Example 1.** Consider the recursive definition: \( \text{ls}_y(x) := \mu p (\text{eq}(x,y) \lor \text{ls}_y(n(x))) \)

This defines the property that \( x \) points to a list-segment ending in \( y \). The least fixpoint semantics ensures that \( \text{ls}_y(x) \) is true if and only if \( y \) is reachable from \( x \). The formula \( \text{key}(x) > 10 \land \text{ls}_y(x) \) is one that uses the above definition.

**Delta Logics**

We now define delta logics, which are a special kind of quantifier-free FO+\( \mu \)p formulas. We place several restrictions on quantifier-free FO+\( \mu \)p formulas for a simpler exposition. First, we restrict the kind of recursively defined predicates to have definitions \( R := \mu p \rho(x, e(x)) \) where there is a conjunctive formula \( e(x) \) that uses recursively defined functions and relations over \( p_i(x) \) such that \( \rho \) is a positive Boolean combination of \( e \) and atomic formulæ that do not use recursively defined functions/relations. This restricts definitions to have a unique dependence on their successive calls, and most natural definitions for heaps satisfy this property. Similarly, the restriction on recursively defined functions is that they have definitions of the form \( G(x) := t(x, e(x)) \) where \( t \) can involve
ite (if-then-else) expressions but is free of recursively defined functions and predicates except for the use of e, which is a term that is allowed to use recursively defined functions.

We also disallow the compositional application of multiple functions defined on the foreground sort (modeling pointer fields); and hence do not have terms of the form \( p_1(p_2(x)) \). This is not really a restriction, since a recursive definition with such terms can be rewritten into multiple recursive definitions, each one satisfying our requirements.

We parameterize delta logics by a finite set of first-order variables \( \Delta = \{ v_1, \ldots, v_n \} \).

Delta logic formulas are Boolean combinations of contextual formulae and delta-specific formulae. We now define the former.

Contextual Formulae

Intuitively, a contextual formula \( \phi(x) \) is a formula that evaluates on a model \( M \) while ignoring the functions/relations on the locations interpreted for the variables in \( \Delta \).

More precisely, a semantic definition of the contextual logic over \( \Sigma \) with respect to \( \Delta \) is as below. First, we shall define when a pair of models over the same universe and interpretation “differ only on \( \Delta \)”.

Definition 1 (Models differing only on \( \Delta \)). Let \( M \) and \( M' \) be two \( \Sigma \)-models with universe \( U \) that interpret constants the same way, and let \( I \) be an interpretation of variables over \( U \). Then we say \((M, I) \) and \((M', I) \) differ only on \( \Delta \) if:

- for every function symbol \( f \) and for every \( l \in U \), \( \llbracket f \rrbracket_M(l) \neq \llbracket f \rrbracket_{M'}(l) \) only if there exists some \( v \in \Delta \) such that \( I(v) = l \).
- for every relation symbol \( S \) and for every \( l \in U \), \( \llbracket S \rrbracket_M(l) \neq \llbracket S \rrbracket_{M'}(l) \) only if there exists some \( v \in \Delta \) such that \( I(v) = l \).

Intuitively, the above says that the interpretation of the (unary) functions and relations of the two models are precisely the same for all elements in the universe that are not interpretations of the variables in \( \Delta \).

An FO+lfp formula over \( \Sigma \), \( \phi(x) \), is a contextual formula if the formula does not distinguish between models that differ only on \( \Delta \); we define this semantically:

Definition 2 (Contextual formulae). A set of recursive definitions \( \text{Defs} \) over \( \Sigma \) is contextual for a given \( \Delta \) if for every two \( \Sigma \)-models \( M \) and \( M' \) and every interpretation \( I \) such that \((M, I) \) and \((M', I) \) differ only on \( \Delta \), the semantics of the recursive definitions are the same.

A quantifier-free FO+lfp formula \( \text{Defs}, \phi \) is a contextual formula over \( \Sigma \), if \( \text{Defs} \) are contextual and for every two \( \Sigma \)-models \( M \) and \( M' \) and every interpretation \( I \) such that \((M, I) \) and \((M', I) \) differ only on \( \Delta \), \( M, I \models \phi \) iff \( M', I \models \phi \).

Contextual formulae can be easily defined syntactically as well—we can demand that every occurrence of an atomic formula \( \psi \), in definitions or in \( \phi \), occurs in a subformula of the form \( \psi \land \bigwedge_{t: f(t) \text{ occurs in } \psi} t \notin \Delta \), where \( t \) is of type
\[ \sigma_0 \text{ and } t \not\in \Delta \text{ is short for the formula } \bigwedge_{v \in \Delta} t \neq v. \] We avoid restricting to this particular syntax as it is too cumbersome and contextual formula can be written in various other ways where it is easy to see that it is independent of \( \Delta \).

Let us now give some examples of contextual formulae.

**Example 2.** Let us fix a finite set \( \Delta \) of first-order variables. The definition
\[
l s^*_y(x) := \text{lfp}(x = y \lor (x \not\in \Delta \land l s^*_y(n(x))))
\]
is a contextual definition with respect to \( \Delta \). \( l s^*_y \) defines a list-segment ending at \( y \) that does not pass through \( \Delta \), and hence the above is a contextual formula. Changing the model to reinterpret \( n \) over \( \Delta \) will not change the definition of \( l s^*_y \).

The formula \( l s^*_y(z) \land z_1 \neq z_2 \) where \( l s^*_y \) is defined as above is a contextual formula. The formula \( l s^*_y(z) \land n(z_1) = z_2 \) is contextual if \( z_1 \not\in \Delta \), but is not contextual otherwise.

**Definition 3 (Delta-specific formula).** A delta-specific formula for a given \( \Delta \) is a quantifier-free formula where for every occurrence of a term of the form \( f(t) \), we have \( t \in \Delta \). Furthermore, we require that the formula does not refer to any of the recursively defined functions/predicates.

**Definition 4 (Delta Logic formula).** A quantifier-free \( \text{FO} + \text{lfp} \) formula \((\text{Defs}, \varphi)\) is delta logic formula for a given \( \Delta \) if all definitions inDefs are contextual for that \( \Delta \), and \( \varphi \) is a Boolean combination of contextual formulae and delta-specific formulae.

**Example 3.** For \( \Delta = \{z_1\} \), the formula \( l s^*_y(z) \land n(z_1) = z_2 \) is a delta logic formula that uses the above definition of \( l s^*_y \).

### 3 A Separability Theorem

In this section, we show a key result: that for any quantifier-free \( \text{FO} + \text{lfp} \) formula we can effectively find an equisatisfiable delta logic formula. We do this by separately reasoning with the elements of the formula that are specific to \( \Delta \), and those that are oblivious to \( \Delta \). We bring these separate analyses together with a set of parameters \( P \) that we shall describe in parts and justify below. A thorough example of the constructions that follow is worked out in Appendix 8.3.

For simplicity for exposition let us consider a signature that has a single recursively defined function \( R \). The results in this section extend smoothly to arbitrary signatures. Let the set of functions \( \text{PF} = \{p_i : 1 \leq i \leq k\} \) (for some \( k \)) model the pointer fields (we assume that we have a clause \( p_i(\text{nil}) = \text{nil} \) for every \( 1 \leq i \leq k \)). We also assume that \( \Delta \) is fixed for this discussion.

First, let us see how to convert \( R \) to a parameterized contextual definition \( R^P \) that captures \( R \) when parameters \( P \) capture certain relevant properties of \( \Delta \).
Let $R$ be defined as $R(x) = \uppp_x \varphi(x)$. We define a set of first-order variables \( \{ R^d | d \in \Delta \} \) of the type of the range of $R$. These variables are part of the set of parameters $P$. We define a contextual recursive function corresponding to $R$, named $R^P$, that is defined as follows:

\[
R^P(x) := \begin{cases} 
R^d & \text{if } \llbracket x \rrbracket = \llbracket d \rrbracket \text{ for some } d \in \Delta \\
\varphi[R^d/R] & \text{if } \llbracket x \rrbracket \notin \llbracket \Delta \rrbracket 
\end{cases}
\]

($\Delta$ case) ($\Delta$ case)

($\text{recursive case}$)

$R^P$ evaluates on a location $x \in \Delta$ by simply imbibing the value of the parameter $R^d$ associated with $x$. On locations in the context, it mimics the definition of $R$. It is easy to see that $R^P$ is a contextual definition since its semantics does not depend on the valuation of $PF$ over $\Delta$ (see definition of $b_\varphi$ in Section 2 for example). If the parameters were constrained to match the semantics of $R$ on $\Delta$, then $R^P$ would precisely capture $R$.

Second, let us constrain $P$ so that it precisely captures $R$ on $\Delta$. We do this by writing constraints that, effectively, unfold the recursive definition of $R$ over $\Delta$. If this constraint leads us outside $\Delta$, we would imbibe the value from $R^P$. Consequently, $P$ and $R^P$ are mutually constrained.

However, naively doing the above will not work because of cyclic dependencies (even within $\Delta$, but also cycles created by mutual dependence with the context). We handle this by introducing the notion of the ‘rank’ of a location w.r.t $R$. In particular, for the example of a recursive definition of a list, if we recursively defined rank as a natural number increasing on a list starting from 0 at the location $\text{nil}$, there is no way to provide a valuation for every element on a cyclic list.

We hence want to define a rank for every location (in $\Delta$ and in the context). In order to express this rank definition in delta logic, we introduce a contextual rank definition, called $RANK_R$ that captures the rank on locations in the context. This definition will in turn have its own set of parameters to capture ranks for locations within $\Delta$. Let us fix these parameters: \( \{ RANK^d_R | d \in \Delta \} \); these are added to the parameter set $P$.

Since a least fixed point definition of $RANK_R$ for the context will anyway ensure that cyclic dependencies are handled correctly, we will define rank such that it increases only when definitions are used within $\Delta$ but stays the same across the context. This significantly simplifies ranks (we need only a finite number of ranks, and do not deal with least fixedpoints that would otherwise require ordinal ranks).\(^1\)

Let $Dep$ be the set of all $p$ in $PF$ such that $\varphi$ contains $R(p(x))$. We choose to model the rank as a function to $\mathbb{N} \cup \{ \bot \}$ ($\bot$ signifies undefined rank) as follows

\(^1\) Even though heaps are finite, in an FO setting, we have to consider infinite models as one cannot express finiteness of models in FO.
for the recursively defined function $R$ (the ranks will naturally get bound by $|\Delta|$):

$$\text{Rank}_R(x) := \begin{cases} RANK^d_R & \text{if } \llbracket x \rrbracket = \llbracket d \rrbracket \text{ for some } d \in \Delta \quad \text{(delta case)} \\ 0 & \text{if } \llbracket x \rrbracket \notin \llbracket \Delta \rrbracket \land \varphi(x)[\bot/R] \neq \bot \quad \text{(base case)} \\ \max \{ \text{Rank}_R(p(x)) \} & \text{if } \llbracket x \rrbracket \notin \llbracket \Delta \rrbracket \land \varphi(x)[\bot/R] = \bot \land R^P(x) \neq \bot \quad \text{(recursive case)} \\ \bot & \text{if } R^P(x) = \bot \quad \text{(undefined case)} \end{cases}$$

Intuitively, $\text{Rank}_R(x)$ imbibes the value $RANK^d_R$ for $x$ in $\Delta$, and otherwise propagates the rank across the context. This will be used below to infer correctly the value of $R$ on elements in $\Delta$. In the second line above, $\varphi(x)[\bot/R]$ stands for the formula obtained by taking the definition $\varphi$ of $R$ and replacing occurrences of $R$ with $\bot$. This corresponds to the base case. In the third line above, if $R^P(x)$ is defined and is not the base case, then the rank is the maximum of the ranks of all the locations the definition of $R$ utilizes. Note that we do not increment the rank as this is a contextual definition. Lastly, if $R^P$ is not defined then the rank is undefined as well.

Finally, we define a delta logic formula $\beta_R$ so that the parameters $R^d$ get constrained to compute the values for $R$ on $\Delta$ by unfolding the definition of $R$ using the pointer fields on $\Delta$. When $p_i(d)$ is within $\Delta$ for $d$ in $\Delta$, we can compute the value of $R^d$ using the other parameters. However, when $p_i(d)$ is not within $\Delta$, we need to imbibe the value from the context. To this end, we define a set of boundary variables that correspond to locations of the form $p_i(d)$ for $d \in \Delta$: $\{ b_{p_i(d)} \mid d \in \Delta, 1 \leq i \leq k \}$. For simplicity, we shall have that $p_i(\text{nil}) = \text{nil}$ for any $i$. To imbibe the value from boundary variables we introduce a corresponding set of parameters for the boundary variables as we did for variables in $\Delta$: $B = \{ R_{p_i(d)} \mid d \in \Delta \}$ of the type of range of $R$ and $\{ RANK^p_{R_R}(d) \mid d \in \Delta \} \subseteq \mathbb{N} \cup \{ \bot \}$ for every $1 \leq i \leq k$. These parameters together with the previously defined sets of parameters constitute $P$.

We then denote the substitution $\varphi(x)[P/R]$ as replacing the term $R(p_i(x))$ with $R_{p_i}(x)$ for every $1 \leq i \leq k$, and $\varphi(x)[\bot/R]$ as replacing with $\bot$. Using the above we introduce a formula $\beta_R$ for a recursively defined function $R$ which is defined in Figure 2.

This constraint captures accurately the values of $R$ on $\Delta$. The former conjunct is a delta-specific formula that has the following cases:

- the base case: when the interpretation for $d$ satisfies the base case of $R$, we constrain $R^d$ to be the appropriate value and $RANK^d_R$ to be 0.
- the recursive case constrains the $R^d$ (when $d$ does not satisfy the base case) to be the value computed by one unfolding of the definition, where the values on the locations it depends are modeled using their respective parameters (whether $\Delta$ or boundary). We also constrain $RANK^d_R$ to be one more than the maximum rank among the locations on which $d$ depends.
- the undefined case: when unfolding the definition on $d$ yields $\bot$, we constrain $R^d$ and $RANK^d_R$ to be $\bot$. 
\[
\bigwedge_{d \in \Delta} \left[ (\varphi(d)|\bot/R) \neq \bot \implies \left( R^d = \varphi(d)|\bot/R \land RANK^d_R = 0 \right) \right] \quad \text{(base case)}
\]

\[
\wedge \left( (\varphi(d)|\bot/R) = \bot \land \varphi(d)|P/R \neq \bot \right) \implies \left( R^d = \bot \land \left( RANK^d_R = \bot \right) \right) \quad \text{(recursive case)}
\]

\[
\wedge \left( (\varphi(d)|\bot/R) = \bot \land \varphi(d)|P/R = \bot \right) \implies \left( R^d = \bot \land \left( RANK^d_R = \bot \right) \right) \quad \text{(undefined case)}
\]

\[\bigwedge_{d \in \Delta, 1 \leq i \leq k} \left( (p_i(d) = b_{p_i(d)}) \wedge \left[ b_{p_i(d)} \notin \Delta \implies \left( R^{p_i(d)} = R^P(b_{p_i(d)}) \right) \wedge \left( RANK^{p_i(d)}_R = \text{Rank}_R(b_{p_i(d)}) \right) \right] \right)\]

Fig. 2. $\beta_R$ constraints that make $R^P$ equivalent to $R$.

Lastly we must also have that the parameters for boundary variables do in fact imbibe their values from the contextual recursive definitions $R^P$ and $\text{Rank}_R$. We therefore fix the boundary variables as those dereferenced from elements in $\Delta$ and constrain them as in the second conjunct (last line) in Figure 2.

For a given quantifier-free FO+Ifp formula $\alpha$ that uses the recursive definition $R$, the resulting delta logic formula will be the conjunction of $\alpha$ with elements in $\Delta$ and constrain them as in the second conjunct (last line) in Figure 2.

For a given quantifier-free FO+Ifp formula $\alpha$ that uses the recursive definition $R$, the resulting delta logic formula will be the conjunction of $\alpha$ with $R^P$ replaced for $R$ and the $\beta_R$ formula. The additional boundary variables introduced and the parameters will be existentially quantified.

**Theorem 1 (Separability).** $\alpha \equiv \exists B. \exists P. \alpha[R^P/R] \land \beta_R$

We prove this theorem in the Appendix, Section 8.2.

Observe that the formula within the quantifiers on the right hand side in Theorem 1 is a formula in delta logic, i.e, is a Boolean combination of contextual formulae and delta-specific formulae. If we do not existentially quantify the variables, we can say that for every FO+Ifp formula there exists an *equisatisfiable* delta logic formula, and it is indeed this equisatisfiable formula that is used in the section on decidability (Section 5). Further, as we shall show in our proof of Theorem 1, given a model, the valuation for the parameters and the boundary variables is *uniquely determined* for satisfying $\beta_R$. Therefore the quantifier in Theorem 1 can be universal as well, yielding:

**Theorem 2 (Alternate statement of Separability).** $\alpha \equiv \forall B. \forall P. \beta_R \implies \alpha[R^P/R]$

### 4 Translating Verification Conditions to Delta Logics

We now explain the crux of the motivation behind delta logics, namely that they can naturally express verification conditions, without introducing extra
quantification or complex reformulation of recursive definitions. This is explained more informally in Section 8.1 in the Appendix.

Consider a Hoare triple: $\langle \alpha_{\text{pre}}(X, P, R), S, \alpha_{\text{post}}(X, P, R) \rangle$, such that $\alpha_{\text{pre}}$ and $\alpha_{\text{post}}$ utilise a set of relations and functions $R$ with recursive definitions defined using $\text{FO} + \text{lfp}$. The program manipulates a set of scalar variables $X$, and pointer and data fields $P$, the latter being modeled as unary functions.

The verification condition is then of the form $\alpha_{\text{pre}}(X, P, R) \land T(X, X', P, P') \Rightarrow \alpha_{\text{post}}(X', P', R')$, where $T$ captures the semantics of the program snippet $S$, which has no function calls. $T$ can be expressed as a delta-specific formula $T_{\Delta}$ conjoined with the formula by modeling the pointer change in the program transformation as an array update. For example, if the program changes the pointer $f$ on $y$ to $z$, we can write the new pointer $f'$ as $f'[y \mapsto z]$. This is an implicitly quantified formula since it must say $\forall x \notin \Delta. f'(x) = f(x)$. However, since $\Delta$ is finite, this function update can be expressed as a quantifier-free formula (say, using if-then-else expressions), and $T_{\Delta}$ is therefore a delta-specific formula. Notice that the definitions of $R'$ are obtained from the definitions of $R$ by substituting $P'$ for $P$.

Let us now show how to express this VC using an equivalent quantifier-free delta logic formula. First, using the separability theorem, Theorem 1 and Theorem 2, we can write $\alpha_{\text{pre}}$ and $\alpha_{\text{post}}$ as delta logic formulae $\alpha_{\text{pre}}^*(U, X, P, R_U)$ and $\alpha_{\text{post}}^*(V, X', P', (R')^V)$ where the former is existentially quantified and the latter is universally quantified. Notice that the definition of $R'$ uses the transformed fields $P'$ and we translate using different sets of parameters: $U$ and $V$. However, observe that since $(R')^V$ is a contextual definition, we know that it does not refer to the changed heaplet $\Delta$. Consequently, we can replace $P'$ with $P$ uniformly in $(R')^V$, which yields $R^V$.

This leaves us with a verification condition in delta logic of the form:

$$\alpha_{\text{pre}}^*(U, X, P, R_U) \land T_{\Delta}(X, X', P, P') \Rightarrow \alpha_{\text{post}}^*(V, X', P', R^V)$$

**Incorporating function calls with delta logic** Thus far, we have focused on formulating the VC for basic blocks *without function calls* for heap manipulating programs and have shown a decidable logic of lists and list-measures that solves the delta logic VC. As we have stated earlier, we recommend the continued use of frame reasoning to perform an inference on the post-state across a function call. Incorporating reasoning about programs with function calls using frame reasoning along with delta logics is quite simple and is detailed in Appendix 8.5. This allows us to verify a large suite of programs which we will detail in the experiments section.

### 5 A Decidable Delta Logic on Lists with List Measures

In this section, we embark on the second goal of this paper—to define a decidable delta logic on linked lists equipped with *list measures*. We define a delta logic on list segments with various measures, including its length, heaplet, the multiset of
keys stored in the list (say, in a data-field $key$), and the minimum and maximum keys stored in it. We prove that the delta logic is decidable, crucially relying on the fact that pointer functions do not change on the context heap.

We prove decidability by first proving that the corresponding contextual logic formulae can be translated to equisatisfiable quantifier-free first-order formulae. Consequently, a delta logic formula, being a Boolean combination of contextual formulae and delta-specific formulae can be translated to quantifier-free formulae as well. The latter is decidable using a Nelson-Oppen combination [37] of decidable theories of arithmetic, sets, and uninterpreted functions.

5.1 The contextual logic of list measures

```
Location Term $lt ::= x | p_i(y) | nil$ where $y \notin \Delta$
Integer Term $it ::= c | \text{len}_z^P(lt) | it + it | it - it$
Key Term $keyt ::= c | \text{key}(lt) | \text{max}^z_P(lt) | \text{min}^z_P(lt) | keyt + keyt | keyt - keyt$
Heaplet Term $hlt ::= \emptyset | \{lt\} | hlt \cup hlt | hlt \cap hlt | hlt \setminus hlt$
MultisetKeys Term $mskt ::= \emptyset | \{keyt\} | mskts(x) | mskt \cup mskt | mskt \cap mskt | mskt \setminus mskt$
Formulas $\varphi ::= \text{true} | \text{false} | \text{ls}_z^P(x) | \text{sorted}^z_P(x) | lt = lt | lt \in hlt | hlt \subseteq hlt | hlt = \emptyset | it < it | it = it | keyt < keyt | keyt = keyt | keyt \in mskt | mskt \subseteq mskt | \varphi \lor \varphi | \neg \varphi$
```

**Fig. 3.** The contextual logic $LM$ of list measures involving list-segments, heaplets, multisets of keys, max, min, and sortedness.

We now define a contextual logic over list segments and measures over them. Notice from Section 3 that the separation of formulae into delta logic introduces recursive definitions in the contextual logic (parameterized over various sets of variables) and additionally a rank function for each such definition. However, it is easy to see that for the definitions of lists and the measures we define on them, all the rank functions (over a given set of parameters) coincide, since the existence of a meaningful value for each of these measures is predicated upon the referred location pointing to a list. This motivates the following recursive definitions for our contextual logic of lists and measures. As usual, let us fix a set of first-order variables $\Delta$. Let us also fix a single pointer field $n$.

**Definition 5 (Recursive Definitions for the Logic of List Measures ($LM$)).** Let us fix a set of parameters $P$ that consists of the following of sets of variables: a set of Boolean variables $LS^z_v$, a set of variables with type set of locations $HLS^z_v$, a set of variables of type integer $LEN^z_v$, a set of variables of type multiset of keys $MSKEY^z_v$, and a set of variables of type integer (type of keys in general) $Max^z_v$ and $Min^z_v$, where $z,v$ range over $\Delta$. 
The contextual logic of list measures (LM) wrt $\Delta$ and parameters $P$ is defined using the following recursive definitions, which depend crucially on the parameters $P$.

- We have unary relations $ls^P_z$ that capture linked list segments that end in $z$, where the relation for a location $v$ in $\Delta$ is imbibed using the Boolean parameter $LS^v_z$, and where $z$ is any element of $\Delta$ or the constant location nil. (The relation $ls_{nil}$ captures whether a location points to a list ending with nil.) This is defined as follows:

$$
ls^P_z(x) := \text{ifp} \\
\left( x = z \lor \left( x \neq z \land x \neq \text{nil} \land x \notin \Delta \land ls^P_z(n(x)) \right) \lor \\
\left( x \neq z \land x \in \Delta \land \bigwedge_{v \in \Delta} (x = v \Rightarrow LS^v_z) \right) \right)
$$

- We have recursive definitions that capture the heaplet of such list-segments, where the heaplet of list-segments from an element $v$ in $\Delta$ to $z$ (where $z \in \Delta \cup \{\text{nil}\}$) is imbibed from the parameter $HLS^v_z$:

$$
hls^P_z(x) := \text{ifp} \\
\emptyset \text{ if } \llbracket x \rrbracket = \llbracket z \rrbracket \\
\{x\} \cup hls^P_z(n(x)) \text{ if } \llbracket x \rrbracket \neq \llbracket z \rrbracket \land \llbracket x \rrbracket \neq \llbracket \text{nil} \rrbracket \\
\land \llbracket x \rrbracket \neq \llbracket \Delta \rrbracket \\
HLS^v_z \text{ if } \llbracket x \rrbracket \neq \llbracket z \rrbracket \land \llbracket x \rrbracket = \llbracket v \rrbracket \\
\land v \in \Delta
$$

- We have similar recursive definitions that capture the length of list segments, the multiset of data elements stored in list segments, the maximum/minimum element stored in a list segment, and a predicate capturing sortedness of list segments. See Appendix 8.4.

We define the contextual logic of list-measures (LM) to be quantifier-free formulae that use only the recursive definitions of LM mentioned above and combine them as in Figure 3. The logic LM allows first-order variables that range over locations, keys, and integers. Note that dereferencing pointers of locations captured by $\Delta$ is completely disallowed—the delta-specific formula will refer to such dereferences. Locations may just be compared for equality or disequality. Integer terms can be constructed from the length measure on list segments or arbitrary integer constants, and can have linear arithmetic constraints on them. Key terms can be constructed and constrained similarly. Heaplet terms can be constructed from arbitrary location terms, the heaplet of a list segment and can be combined using union, intersection or set difference. We can check membership with arbitrary location terms, subset relationships and emptiness. mskt
terms with the sort of multiset of keys can also be constructed and constrained similar to heaplet terms, with corresponding multiset operations. LM also has a recursive predicate for sortedness of list segments.

The formulae in the LM are then boolean combinations of these atomic formulae. Here $\Delta$ is assumed to be a subset of the free location variables in the contextual formula. Note that the formulae in LM are allowed to refer to the recursive predicates/functions defined using over various sets of parameters.

### 5.2 Translating contextual formulae to quantifier-free recursion-free formulae

Recall that we can show that the delta logic with list measures is decidable if we can provide an effective translation of contextual formulae to quantifier-free recursion-free formulas over standard background theories of sets, integers, and uninterpreted functions. The goal of this section is to provide such a translation.

Let us fix a set of sets of parameters $P = \{P_1, \ldots, P_k\}$ (we encourage the reader to fix $k = 2$ in their mind while reading the section, as it is the most common and the logic VCs translate to as described in Section 4).

We will first show a translation of contextual logic formulas for a fragment of $LM$, $LM[ls, hls, rank]$, that involves only the three recursive definitions $ls^P$, $hls^P$, and rank$^P$, where $P \in \{P\}$. Then we will extend the procedure to handle the logic with all the other measures; this latter translation requires more expressive logics (that are however decidable) and “pseudo-measures” that make it harder.

Let us assume a quantifier-free $LM[ls, hls, rank]$ formula $\varphi$ w.r.t a finite set of variables $\Delta$. Assume that the set of (free) location variables occurring in $\varphi$ is $X = \{x_1, \ldots, x_n\}$ with $\Delta \subseteq X$.

Recall that a model for a contextual formula consists of an unbounded universe of locations, an interpretation of the variables in $X$, and the heap (with the single pointer field $n$) on all locations outside $\Delta$ (the definition of $n$ on $\Delta$, by definition, does not matter).

Our translation relies intuitively on the following observations. First, note that the locations reached by using the $n$ pointer any number of times forms the relevant set of locations that $\varphi$’s truth can depend on (as $\varphi$ is quantifier-free and has recursive definitions that only use the $n$ pointer). There are three distinct cases to consider when pursuing paths using the $n$ pointer on a location $x$: (a) the path may reach a node that is reachable also from another location in $X$, (b) the path may not be of the former kind but reach a node in $\Delta$, or (c) the path may be neither of the two kinds above, staying forever outside $\Delta$.

The key idea (see Figure 4) is to collapse list segments into single edges when the reachability of the locations in the segment from locations in $X$ does not change. More precisely, let $U$ be the set of locations reachable from some locations in $X$. Let $L$ contain all locations in $\Delta$ as well as the following locations: locations $l$ such that there exists some $l' \in U, x \in X$ with $n(l') = l$ such that $l$ is reachable from $x$ but $l'$ is not reachable from $x$. Intuitively, $L$ consists of all the locations where lists merge in the context-heap (as shown in Figure 4).
Fig. 4. Decidable delta logic of lists and list-measures. The dotted arrows represent the \( n \) and \( n' \) relations on \( \Delta \) and \( \Delta' \) respectively and the normal arrows represent the \( T \) relation, where an arrow to \( \bot \) represents that the path further does not intersect any other point in the model, including elements in \( \Delta \) or \( \textit{nil} \). Every \( T \)-related segment is associated with summaries of measures. The contextual model witnesses nontrivial merging points such as the one where the paths from \( x \) and \( w \) intersect. For unsatisfiability one must find a single context which together with \( \Delta \) satisfies the precondition and with \( \Delta' \) falsifies the postcondition. For example, the above context would witness the unsatisfiability of \( \textit{ls}_u(v) \) but would not witness the unsatisfiability of \( \textit{ls}_{\textit{nil}}(x) \) (in the post-state).

It is easy to see that there are at most \( |X| - 1 \) locations of the above kind that are distinct from \( \Delta \), since the paths can merge at most \( |X| - 1 \) times forming a tree-like structure. Our key idea is now to represent these list segments that connect these kinds of locations symbolically, summarizing the measures on these list segments. Since there are only a bounded number of such locations and hence list segments, we can compute recursive definitions of linear measures involving them using quantifier-free and recursive-definition-free formulae. Note, however, that these list measures are not necessarily independent of each other, and we will need to constrain their interdependence as well. We detail this construction in the Appendix, Section 8.6.

We now turn to the more complex logic \( LM[ls, hls, rank, len, mskeys, min, max, sorted] \), and show that any quantifier-free formula \( \varphi \) in the logic can be similarly translated. First, we model the multiset of keys, minimum and maximum values and sortedness of each list-segment from \( v \) to \( T(v) \) (where \( v \in (X \setminus \Delta) \cup V \)), which is outside \( \Delta \), using multiset variables \( mskeys(v) \), integer variables \( min(v) \), \( max(v) \), and \( len(v) \) and boolean variables \( sorted(v) \). We can also aggregate them, as above, to express the sets \( mskeys_z(x) \), \( min_z(x) \), \( max_z(x) \), \( len_z(x) \) and \( sorted_z(x) \), for each \( z \in Z \) and each \( x \in (X \setminus \Delta) \cup V \), similar to definitions of \( hls_z(x) \) as defined above. A point of note is that the recursive definition of sortedness across segments is expressed by using both \( Min_z(x) \) and \( Max_z(x) \) definitions, though the recursive definition of sortedness uses only minimum—this is needed as expressing when the concatenation of sorted list segments is
sorted requires the max value of the first segment. We skip these definitions as they are easy to derive.

The main problem that remains is in constraining these measures so that they can be the measures of the same list segment, i.e., be the attributes not of a pseudo-model. The following constraints capture this, for each \( v \in (X \setminus \Delta) \cup V \):

- The cardinality of \( hls\mu(v) \) must be \( len\mu(v) \).
- The cardinality of \( mskeys\mu(v) \) must be \( len\mu(v) \).
- \( min\mu(v) \) and \( max\mu(v) \) must be the minimum and maximum elements of \( mskeys\mu(v) \).
- If \( min\mu(v) = max\mu(v) \neq \bot \), then \( sorted\mu(v) \) can only be true.

The intuition is that any measures meeting the above constraints (including the ones stated earlier for \( LM[ls, hls, rank] \)) can be realized using true list segments. The final step in showing decidability is expressing these constraints using quantifier-free formulae in a combination of decidable SMT theories. To this end we use many different techniques including representing a collection of sets using representatives for each Venn region as in BAPA [24] as well as representing sets and multisets as arrays and operations on them as pointwise operations on the arrays [34]. This is quite involved and we detail the proof of realizability by true list segments and discuss the techniques for encoding using quantifier-free formulae in Appendix 8.6.

We can hence translate the formula into a quantifier-free formula, giving the required theorem. This proves the main theorem of this section:

**Theorem 3.** For any quantifier-free contextual formula \( \varphi(P, X) \) of \( LM[ls, hls, rank, len, min, max, sorted] \), there exists a quantifier-free and recursion-free formula \( \psi(P, X) \) that can be efficiently computed and is equisatisfiable given a common valuation for \( P \).

From the remarks at the beginning of this section, we have:

**Corollary 1.** The delta logic of linear measures \( LM[ls, hls, rank, len, min, max, sorted] \) is decidable.

### 6 Implementation and evaluation of decision procedure for LM

We implemented the decision procedure for the delta logic \( LM \) with all the measures using the reduction to SMT described in Appendix 8.6, solved using Z3 [35]. We applied our technique to a suite of list-manipulating programs. The experiments were performed on a machine with an Intel® Core™ i7-7600U processor with clock speeds up to 3.9GHz.

The experimental results are summarized in Figure 5. The left column shows results of verifying correct programs, while the column on the right shows results on buggy variants of these programs. The buggy programs were obtained
by expressing weaker invariants/preconditions, or by introducing errors in the programs. Our tool works well on all these examples and for the buggy programs, the satisfying valuation it provided was sufficiently informative to diagnose the error.

The programs were written with strong functional correctness specifications. Specifications for a sample of four programs are provided in Figure 7 in the Appendix, and these are the strongest specifications that can be expressed in our logic. There are several other tools that can handle such programs but with much weaker specifications. For instance, in the experiments reported on the GitHub page for the tool GRASShopper [45], many contracts for list manipulating programs are very simple. For instance, for the method that copies a list, they only assert that the input is a list and the output is a list disjoint with the first one, with no mention of the requirement that the contents of the second list is identical to the contents of the first nor that the original list is unmodified. However the GRASShopper tool handles some complex data structures (implemented using lists) which we do not handle.

To the best of our knowledge, ours is the only decidable verification tool that can handle this suite of examples with its specifications.
7 Related Work

There are several ways of defining properties of heaps and reasoning with them. Heap reasoning can be performed using classical logic (first-order logic, first-order logic with recursive definitions that have least fixed point semantics, higher order logics, etc.).

Separation logic has emerged as a popular logic to state properties of heaps, and is designed to facilitate frame reasoning. Frame reasoning allows to conclude that a property holds across a computation when the computation’s footprint does not affect the property. Frame reasoning considerably simplifies reasoning with heaps, and separation logic supports such a reasoning by implicitly defining the footprint of formulas describing heaps and endowing the logic with special operators for spatial combinations [47, 39, 38, 13]. There has been work also in classical logic, such as the work on dynamic frames [22, 23] which is used by tools such as Dafny [28] and Region Logic [3, 1, 2] that achieve similar goals. Recent work in reasoning automatically with separation logic combines both worlds, providing ways to translate separation logic properties to classical logics and reason with them [44, 45, 43, 41, 29, 11].

There is a rich literature on decidable logics for heaps. Decision procedures for lists were the first, and were for deciding shape properties of lists and combinations with SMT theories [5, 12, 36, 42, 6]. There have been decidable logics that do not allow expressing entailment (and hence are not suited for verification) [51, 15, 16, 14], including separation logic with user-defined inductive predicates and arithmetic constraints [10, 27, 26]. While the above logics are suited for reasoning with separation logic, they are not particularly suited to express verification conditions. However, we believe that when VCs are translated to delta logics, the above methods could be helpful in reasoning with contextual logics, and this is an interesting future direction.

One of the most expressive decidable logics for reasoning with programs with separation logic annotations is Grasshopper [43, 45], and works similar to ours, by a translation to SMT. Extensions to this work also support reasoning with trees and tree-segments [44]. The decidable logic for linked lists is based on a base logic called Grass, a logic for graph reachability and stratified sets. The logic is expressive for reasoning with shape properties of lists, and through local theory extensions [43, 4, 48] can support properties such as sortedness. However, the logic does not support properties such as the length of lists and the multiset of keys stored in a list (see Section 6 for a comparison of specifications). In our decision procedure, we capture measures of list-segments independently and then constrain them with respect to each other (for example, that the cardinality of multiset of keys in a segment must equal its length). These mutual dependencies are very particular to the semantics of the measures, and we do not know of a way of realizing them as local theory extensions. The idea of collapsing list segments and using summaries, however, is not new [7, 8].

A lot of work is also present on reduction to decidability of MSO over trees [52] or other regular tree structures [54, 17, 18, 53]. PALE [32] uses MSO over strings and trees and reduces problems to MONA [33]. Works such as [30,
combine shape properties with data. In comparison with our work, these works can neither handle the aggregation of data properties nor can they handle length.

There is work on using EPR (Effectively Propositional Reasoning) logics for encoding heap verification properties to obtain decidability [19–21], and is similar to local theory extensions. These logics can support shapes of lists, doubly-linked lists and properties of an order on data stored in them (including sortedness). EPR is however, very restricted. The use of even a function pointer (as opposed to reachability) is allowed only in limited contexts, ordering on data elements is abstracted to an arbitrary total order, length-measures and multisets-of-keys measures are not allowed, heaplet measures are not explicit, and consequently the annotations in the experiments are much weaker than ours. Correctness of programs that rely on true semantics of integers (with lengths as in the even_split program in our experiments) are particularly problematic.

The work in [49] investigated the verification of functional programs manipulating abstract data structures. The decision procedure for a fragment of the logic relies upon the unfolding of recursive definitions followed by an abstraction as uninterpreted functions. This idea of unfolding and usage of uninterpreted functions is also the basis of the work in sound and incomplete verification for imperative heap-manipulating programs [41, 29, 11]. In particular, [46] is a powerful method capable of verifying all of the correct programs in our experiments, but cannot disprove programs nor give counterexamples.
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8 Appendix

8.1 Overview of delta logics and an illustrative example

In this section, we shall provide the motivation for delta logics as a logic for expressing verification conditions, an overview of our technique, and illustrate the method with an example.

Motivation: frame reasoning, delta changes and verification conditions

In this part we shall describe the need for a new logic for expressing verification conditions for Hoare triples involving snippets of code that modify a bounded set of heap locations.

Let us consider a set of pointer fields $p$ and a recursive definition of a unary predicate or function $R(x)$ defined using least fixpoints over $p$. Typical functions include properties such as “$x$ points to a linked list segment ending at the location $z$”, “the length of the list pointed to by $x$”, “$x$ points to a binary search tree”, “the set of keys stored in the tree pointed to by $x$”, “the heaplet defined by the tree pointed to by $x$”, etc. Consider a Hoare triple of the form $\pre(x, p, R) \quad S \quad \post(x, p, R)$; the pre and postconditions use the recursively defined predicate/function $R$.

One simple approach is to capture the precondition using logic and use the frame rule to reason soundly (but incompletely) about the post-state—i.e., we can simply ignore the definition of $R$ on the transformed heap and infer that $R(x)$, for any $x$, holds in the post-state if it held in the pre-state and the modified portion of the heap did not intersect with the underlying heaplet of $R(x)$. This is, in practice, a very convenient and simple reasoning that often works and is one of the foundational ideas that separation logic facilitates [47, 39]. However, vanilla frame reasoning can be incomplete, as we shall argue in Section 8.1.

The focus of this paper is on the generation of precise verification conditions for basic blocks that do not involve function calls. For basic blocks that involve function calls, our recommendation is to use frame reasoning, à la separation logic.
Let us now consider basic blocks that do not involve function calls. We would like to generate precise verification conditions in such cases. There are several approaches in the literature that argue for this: for example the Grasshopper suite of tools handle such blocks accurately for certain logics [44], and there is work on expressing weakest preconditions in separation logic for such blocks using the magic wand [47]; see section on related work. The goal of this paper is to accurately formulate verification conditions for very expressive logics (FO+\(\text{lfp}\)) that can also be reasoned with effectively, especially in the context of decidable logics.

One precise formulation of the verification condition (as mentioned in the introduction) is of the form:

\[
\begin{align*}
\pre{x}{p}{R} & \land T(x, x', p, p') \Rightarrow \post{x'}{p'}{R'}
\end{align*}
\]

where \(T\) describes the effect of the program on the stack and the heap, describing how the scalar variables \(x\) and pointer-fields \(p\) have evolved to the \(x'\) and \(p'\) respectively. Most importantly, the above requires new recursive definitions \(R'\) that are formulated by replacing \(p\) in the definition of \(R\) with \(p'\).

Though the above is a precise formulation of the verification condition, it has several drawbacks. First, there is a heaplet \(Mod\) modified by the program, and the formula will have conjuncts of the form \(\forall y \not\in Mod.p'(y) = p(y)\), for every \(p \in p\). This introduces universal quantification, which is harder to reason with automatically. However, for basic blocks that do not involve function calls, \(Mod\) is finite, and we can map this into a decidable quantifier-free logic (modeling \(p\) as an array and \(p'\) as an update to the array). Second, the new definition of \(R'\) depends on \(p'\), which in turn depends on the various constraints introduced by the basic block. For example, pointer fields may change depending on complex properties involving the data elements stored in the heap. Reasoning with \(R'\) automatically (which involves least fixpoints), coupled with such constraints, is daunting.

Surely, there must be a simpler formulation of the verification condition! Small changes to the heap do cause global changes that dramatically affect the valuation of recursively defined predicates/functions. For example, executing a statement \(x.next := y\) can make an element far away from \(x\) a list. But surely, the effect on the semantics of \(R\) changing into \(R'\) must be expressible in a simpler localized fashion.

The goal of this paper is to identify such a logic.

Overview of using Delta Logics for Verification Conditions

\textit{Delta logics} In this paper, we describe a class of logics, called \textit{delta logics}, that are logics for writing verification conditions of basic blocks without function calls and are precisely meant to address the issues mentioned above. In particular, formulations in delta logics will avoid the need for \textit{two} different recursive definitions \(R\) and \(R'\) that depend on different sets of functions modeling pointers. Instead, both \(R\) and \(R'\) will be expressed as the same recursive definition, but
parameterized using different sets of first-order variables (as opposed to being parameterized over two different sets of first-order functions, $p$ and $p'$ as above).

Formulae in delta logics are Boolean combinations of two distinct kinds of formulae: one kind, called *delta-specific* formulae, strictly talk about the modified portion of the global heap (identified by a bounded set of locations $\Delta$) without using any recursive definitions; the other kind, called *contextual* formulae, strictly talk about the unbounded portion excluding $\Delta$ using recursive definitions (see Figure 1). A set of first-order interface variables are used to communicate information between $\Delta$ and the rest of the heap (its ‘context’). In particular, a recursive definition $R$ over the unbounded context is parameterized over a set of first-order communication variables $P$, where $P$ summarizes the values of $R$ within $\Delta$. These variables themselves can, of course, depend on the value of $R$ outside $\Delta$ as well, setting up mutually dependent constraints.

**Example 4.** Consider $\Delta = \{x\}$, and where we want to express the property that $w$ points to a linked list (ending with $\text{nil}$). We can write this in delta logic as follows. First, we introduce what we call a *boundary* variable $z$, which is $n(x)$ (we model that $n(\text{nil}) = \text{nil}$ and assume that it is part of the given formula). Then we write the fact that $w$ points to a list by breaking into list segments that do not intersect with $\Delta$. In particular, we have two list segment definitions $ls_{\text{nil}}$, which is a recursively defined predicate that checks if its argument points to a list ending with $\text{nil}$ but does not pass through $x$, and $ls_x$, which is again a recursively defined predicate and checks if its argument points to a list segment that ends at $x$. Note that these are context-logic formulae as they do not dereference $x$.

We also introduce two Boolean parameters, $P_x$ and $P_z$; $P_x$ is meant to capture whether $x$ points to a linked list, and $P_z$ is meant to capture whether $z$ points to a linked list that does not go through $x$.

Now we can write the property that $w$ points to a list ending with $\text{nil}$ as:

$$z = n(x) \land \left( [ls_{\text{nil}}(w) \lor (ls_x(w) \land P_z)] \land [P_x \iff (x = \text{nil} \lor P_z)] \land [P_z \iff ls_{\text{nil}}(z)] \right)$$

The above is a delta logic formula as the recursive definitions are purely contextual, and there is no atomic formula that uses $n(x)$ and a recursive definition.

**Advantages of reasoning with Delta logics** Expressing verification conditions in delta logics has a distinct advantage in automated reasoning. We formulate verification conditions in delta logics in the following manner (see Figure 6). We can view the program’s transformation of the pre-heap to the post-heap as a static model consisting of three different submodels: one is the context heap, the second is the pre-heap restricted to $\Delta$, and the third is the post-heap restricted to $\Delta$. Note that there is only one context heap as it does not change, and this context heap is infinite, in general. However, the other two heaps are finite. The recursive properties of the heap are then defined on the context-heap, parameterized with the communication variables $P$ for expressing properties of the pre-heap, and parameterized over the communication variables $P'$ for expressing properties of the post-heap.
The key advantage of the above model is that two of the submodels (both over $\Delta$) are finite, and reasoning about them and the data-fields accessible from them can be automated using standard SMT solvers. The context heap is the single unbounded submodel that poses automation challenges. In this paper, we exploit this simplicity of dealing only with one infinite context model (as opposed to the naive formulation, which would have two infinite context models) to build new powerful classes of decidable logics over lists and list-measures.

An Illustrative Example

We shall now illustrate our method on an example. Let us consider the following Hoare triple with pre/post conditions written in quantifier-free FO+$\text{lfp}$:

\[
\{ \text{list}(x) \land n(y) = y_1 \} \quad y \cdot n := \text{nil} \quad \{ \text{list}(x) \}
\]

where $\text{list}(x)$ is a recursive definition that holds when $x$ points to a list using the pointer $\text{next}$:

\[
\text{list}(x) := \text{lfp} \ x = \text{nil} \lor (x \neq \text{nil} \land \text{list}(n(x)))
\]

where by $n()$ in the logical formula above we mean a function that models the $\text{next}$ pointer in our program semantics.

Incompleteness of frame reasoning

It is easy to see that this Hoare Triple is valid. There are two cases: if $y$ does not belong to the list pointed to by $x$, then clearly $x$ continues to point to a list. Since $y$ is not in the heaplet of $\text{list}(x)$, frame reasoning would prove this fact. However, in the case where $y$ belongs to the list pointed to by $x$ we cannot use frame reasoning to immediately conclude that $x$ continues to point to a list. However $x$ does point to a list in this case as well since $x$ eventually reaches $y$ which points to $\text{nil}$. Therefore, frame reasoning alone is insufficient to conclude the postcondition.

A Precise VC

A precise way to derive a VC for this program is to use a new $\text{next}$ pointer (say, $\text{next}'$) to model the post-state of the program, redefining the
recursive functions and predicates using \( next' \) to talk about valuations on the post-state, and observing that \( next \) has not changed on any other location except for the one stored in \( y \):

\[
\left( (\text{list}(x) \land n(y) = y_1) \land
   \left( (n'(y) = \text{nil} \land y' = y \land x' = x \land y'_1 = y_1) \land
     \left( \forall u. u \neq y \Rightarrow n'(u) = n(u) \right) \right) \right) \Rightarrow (\text{list}'(x'))
\]

where the quantifier is interpreted to range over all locations on the heap and \( \text{list}' \) is defined as:

\[
\text{list}'(x) := \text{ifp} \ x = \text{nil} \lor (x \neq \text{nil} \land \text{list}'(n'(x)))
\]

The fact that the recursive definitions on the post-state vary depending on the basic block makes reasoning with the VC hard.

A Precise VC using Delta Logics

In the Hoare triple above, the set of modified locations is \( \Delta = \{ y \} \) and the context is the complement. To write the VC in delta logic, we first convert the pre- and post-conditions to delta logic. The separability theorem (Section 3) allows us to do this by giving an equivalent delta logic formula given a quantifier-free FO+\( \text{lfp} \) formula.

The precondition stated in delta logic can be done by breaking up lists into list segments to separate them into contextual and delta-specific formulae (similar to the example in Section 8.1):

\[
\exists z. \exists P_1 P_2. \left( z = n(y) \land \left( [\text{ls}_\text{nil}(x) \lor (\text{ls}_y(x) \land P_y)] \land [P_y \iff (y = \text{nil} \lor (z = n(y) \land P_z))] \land [P_z \iff \text{ls}_\text{nil}(z)] \right) \land n(y) = y_1 \right)
\]

We shall call this delta logic formula \( \alpha_{\text{pre}} \). This formula is a simplified version of what would be automatically generated by the separability theorem (including a contextual definition that is essentially \( (\text{ls}_y(a)) \)).

Similarly, we transform the postcondition to another delta logic formula \( \alpha_{\text{post}} \) which uses a different set of parameters.

The VC can then be written as:

\[\text{in our work, we consider the heaplet to be any logical location such that any pointer field } f \text{ modeled as a function changes on this location. One can do a more refined heaplet by considering pairs of the form } (x, f) \text{ to denote that only the } f \text{ field of } x \text{ has changed, and is common in separation logic [47, 39, 40]. Such a finer heaplet can be modeled in our framework as well, by having field lookup functions } L_f, \text{ and writing } x.L_f.f \text{ instead of } x.f. \text{ These lookup pointer fields will not change and hence } x \text{ will never be in } \Delta, \text{ and when } f \text{ is modified, the location stored at } x.L_f \text{ will be in the heaplet, as desired.}\]
\[ \alpha_{\text{pre}}(n, ls_{\text{nil}}^{-y}, ls_y) \land \text{transform}(n, n') \Rightarrow \alpha_{\text{post}}(n', ls_{\text{nil}}^{-y'}, ls_y') \]

where \(\text{transform}\) is the program transformation formula:

\[ n' \equiv n[y \mapsto \text{nil}] \land y' = y \land x' = x \land y'_1 = y_1 \]

Observe that this formula is already a Boolean combination of delta-specific formulae and contextual formulae.

First, observe that since \(ls^{-y}_{\text{nil}}, ls_y\) and \(ls^{-y'}_{\text{nil}}, ls'_y\) are contextual formulae defined outside \(\Delta\) where \(n' \equiv n\), we can also identify the recursive definitions as \(ls^{-y}_{\text{nil}} \equiv ls^{-y'}_{\text{nil}}\) and \(ls_y \equiv ls'_y\). The VC can hence be written using one set of recursive definitions:

\[ \alpha_{\text{pre}}(n, ls_{\text{nil}}^{-y}, ls_y) \land \text{transform}(n, n') \Rightarrow \alpha_{\text{post}}(n', ls_{\text{nil}}^{-y'}, ls_y') \]

The subformula \(n' \equiv n[y \mapsto \text{nil}]\) is really a quantified formula of the form \(n'(t) = \text{nil} \land \forall u \neq y. n'(u) = n(u)\). However, we can write the VC without this quantifier by replacing all occurrences of \(n'(t)\) for any term \(t\) with the if-then-else expression \(\text{ite}(t = y, \text{nil}, n(t))\). This is possible, in general, since \(\Delta\) is finite. The VC now becomes:

\[ (\alpha_{\text{pre}}(n, ls_{\text{nil}}^{-y}, ls_y) \land \text{transform}'(n, n') \Rightarrow \alpha_{\text{post}}(n', ls_{\text{nil}}^{-y'}, ls_y'))[n'(t) \mapsto \text{ITE}(y, \text{nil}, n(t))] \]

where \(\text{transform}'\) is: \(y' = y \land x' = x\).

Finally, there is a small technical issue. Recall that in \(\alpha_{\text{pre}}\) and \(\alpha_{\text{post}}\), the separability theorem that converted the formulae into delta logics introduced quantification over parameters and auxiliary locations. However, these parameters and locations are actually determined (there is only one choice for them to make the formula true, if at all). Consequently, they can be introduced either using existential or universal quantification with appropriate modification. We hence write \(\alpha_{\text{pre}}\) using existential quantification and \(\alpha_{\text{post}}\) using universal quantification which makes the VC purely universally quantified, i.e, the VC is quantifier-free.

In the above illustrative example, we transformed formulae into delta logic using multiple recursive definitions. However, the separability theorem, which handles general formulae, is more technically involved and creates a single set of recursive definitions and an auxiliary set of recursive rank definitions in order to achieve this transformation.

8.2 Separability Lemma and Theorem

In this Section we will prove the Separability theorem, which is a key result of this paper. In order to prove this, we need the following technical lemma that says that the \(\beta_R\) constraints (Figure 2) force our modified definition \(R'P\) to be equivalent to the given recursive definition \(R\).
Lemma 1. Fix a model $M$. There exists a valuation for variables in $B$ and $P$ over $M$ such that $\beta_R$ is satisfied. Moreover, for any valuation of the variables in $M$ that satisfies $\beta_R$, the semantics of $R^P$ under this valuation is precisely the semantics of $R$.

Proof. The Tarski-Knaster theorem [50] gives that for monotonic functions over a lattice, an iterative procedure that starts from the bottom element of the lattice and iteratively applies the function will converge to the least fixpoint. However, in general, the iterations can have levels corresponding to limit ordinals. However, in the case of our recursive definitions observe that this procedure will converge in $\omega$ steps, i.e., the valuation for every element can be corresponded to a finite iteration level. This is because given the form of our recursive definitions, we can see that the valuation on an element $x$ depends only on finitely many other elements, namely the $p(x)$, $p \in \text{Dep}$. So suppose the opposite. Then, there is an element $x_\omega$ whose valuation is obtained at the iteration level $\omega$ but no earlier. But, we have that the various $p(x_\omega)$ that determine the valuation at $x_\omega$ must have obtained their valuation some finite level, the max of which would be a finite number $j$. Then, by definition, $x_\omega$ obtained its valuation at the level $j+1$, which is a contradiction.

We prove this lemma in two parts. First, we prove that given a model if at all there exists a valuation of the parameters $P$ and $B$ satisfying $\beta_R$, then it is the only valuation. We then prove that there exists such a valuation and that it identifies $R^P$ and $R$. It is clear why the proof holds for elements in $B$, given that the $b_{p_i(d)}$ are constrained exactly to be $p_i(d)$ for $d \in \Delta$ and $1 \leq i \leq k$, where $p_i(nil) = nil$ for any $i$. We shall now show the theorem for $P$.

Part I. Uniquely determined parameters

We prove the first part by induction over the value of $\text{Rank}_R$. Let there be given a model and a valuation of the parameters satisfying $\beta_R$. We prove a stronger claim, namely that the valuation of $\text{Rank}_R$ and $R^P$ is uniquely determined for all elements in the model with a certain valuation for $\text{Rank}_R$ in the given model. We first induct over ranks not equal to $\bot$.

Base case: The base case is when rank is 0. But recall that the definitions must converge in $\omega$ iterations, and therefore in particular all elements with rank 0 must converge on their valuations in $\omega$ iterations. We prove that the valuation on elements with rank 0 must be uniquely determined by induction over the iterations. The base case or iteration 0 is simply the base case of the recursive formula $\varphi$ (which defines $R$). It is easy to see from the definition of $\text{Rank}_R$ and $\beta_R$ that given an element that satisfies the base case of the recursive formula $\varphi$, the valuation is as the definition determines and its rank must be 0, and can therefore not differ in any other valuation for the parameters satisfying $\beta_R$.

For the inductive case for an element $x$ belonging to iteration $j > 0$, observe $x \notin \Delta$, since from the $\beta_R$ constraints we have that rank is 0 for $y \in \Delta$ if and only if $y$ satisfies the base case. However, from the definition of $\text{Rank}_R$ we have that for $x \notin \Delta$, the expression $\max_{p \in \text{Dep}} \{\text{Rank}_R(p(x))\}$ can evaluate to 0 if and
only if the rank of every \( p(x) \) for \( p \in \text{Dep} \) is 0, which must belong to iterations lower than \( j \) and by the inductive hypothesis are uniquely determined. Therefore the valuation on \( x \) for \( \text{Rank}_R \) is uniquely determined as well. The proof of the valuation for \( R^P \) being uniquely determined on these elements also follows this induction over iterations, since \( R^P \) is uniquely determined for the base case of the recursive formula \( \varphi \).

**Inductive case:** For the inductive case of PART I of the proof, let there be \( x \) such the valuation of \( \text{Rank}_R \) on it is \( r > 0 \). We prove this similarly as above by induction over the iterations. Then, the base case is an element in \( \Delta \) such that \( r = \max_{p \in \text{Dep}} \{ \text{RANK}_R^p(x) \} + 1 \). Then, by the inductive hypothesis we have that the valuation for \( \text{Rank}_R \) and \( R_P \) is determined since they must have ranks lower than \( r \). The inductive case for iterations \( j > 0 \) proceeds similarly as for the inductive case for elements with rank 0 above, as does the proof of the valuation for \( R^P \) being uniquely determined.

\( \perp \) case: Observe that if the valuations on elements with \( \text{Rank}_R \) not equal to \( \perp \) are uniquely determined, then the valuation on the elements with rank \( \perp \) must also be uniquely determined. Were it not, there must be a valuation where the rank is not \( \perp \), but from above we have that all other valuations must do the same. The proof for this case concludes by noting that if \( \text{Rank}_R \) is \( \perp \), then the valuation for \( R^P \) must also be \( \perp \).

Thus, we have that the valuation for \( R^P \) and \( \text{Rank}_R \) is uniquely determined for all elements in the given model, and in particular the parameters are uniquely determined.

**Part II. Existence of parameter valuation satisfying \( \beta_R \)**

Consider the following definition:

\[
\text{TrueRank}_R(x) := \begin{cases} 
0 & \text{if } \llbracket x \rrbracket \notin \llbracket \Delta \rrbracket \land \\
& \varphi(x)[\perp/R] \neq \perp \text{ (base case)} \\
\max_{p \in \text{Dep}} \{ \text{TrueRank}_R(p(x)) \} & \text{if } \llbracket x \rrbracket \notin \llbracket \Delta \rrbracket \land R(x) \neq \perp \text{ (context recursive case)} \\
\max_{p \in \text{Dep}} \{ \text{TrueRank}_R(p(x)) \} + 1 & \text{if } \llbracket x \rrbracket \notin \llbracket \Delta \rrbracket \land R(x) \neq \perp \text{ (delta recursive case)} \\
\perp & \text{if } R(x) = \perp \text{ (undefined case)}
\end{cases}
\]

Observe that this is well-defined on any given model without needing a valuation for any parameters.

The proof of this part is trivial by choosing, in any given model, the valuation for the parameters at an element \( x \) to be equal to the valuations of \( R \) and...
TrueRank\textsubscript{R} respectively at \(x\), and observing that this makes \(R^P = R\), \(Rank\textsubscript{R} = TrueRank\textsubscript{R}\), and that the \(\beta\textsubscript{R}\) constraints are satisfied.

This concludes the proof of Lemma 1.

Using the above lemma we can prove Theorem 1.

Proof of Theorem 1. Consider a model where \(\alpha\) holds. From Lemma 1, we can pick a valuation for \(P\) and \(B\) such that \(\beta\textsubscript{R}\) holds and for that valuation (again by Lemma 1) \(R^P\) is equivalent to \(R\). Thus we have that \(\exists B. \exists P. \alpha[R^P/R] \land \beta\textsubscript{R}\) holds.

Conversely, consider a model where \(\exists B. \exists P. \alpha[R^P/R] \land \beta\textsubscript{R}\) holds. Since we have that the valuation given by the model for \(P\) and \(B\) satisfies \(\beta\textsubscript{R}\), From Lemma 1 we have that \(R^P\) is equivalent to \(R\). Therefore, \(\alpha\) holds in \(M\).

8.3 A Complete Example of the Separability Theorem

Let us illustrate the Separability Theorem (Theorem 1) by translating the formula \(\text{list}(x)\) for \(\delta = \{y\}\) into an equivalent Delta Logic formula.

Recall:
\[
\text{list}(x) := \text{lfp } x = \text{nil} \lor (x \neq \text{nil} \land \text{list}(n(x)))
\]

We fix \(P\) to be the following set of variables: \(\{LS_y, LS^y\}\) of Boolean type, and \(\{RANK^y, RANK^n(y)\}\) of integer type. We then generate the following definitions:

\[
\text{list}^P(x) := \text{lfp } \begin{cases} LS^y & x = y \\ x = \text{nil} \lor (x \neq \text{nil} \land \text{list}^P((n(x))) & x \neq y \end{cases}
\]

The purely contextual definition above has the following semantics: \(\text{list}^P(x)\) is true if and only if either \(x\) reaches \(\text{nil}\) without going through \(y\), or \(x\) reaches \(y\) and the Boolean variable \(LS^y\) is set to true. Note that our transformation hence introduces ‘magically’ the notion of list-segments from the definition of lists, automatically.

Next, the contextual rank definition is as follows:

\[
\text{Rank}^P(x) := \text{lfp } \begin{cases} RANK^y & \text{if } x = y \\ 0 & \text{if } x = \text{nil} \\ \text{Rank}^P(n(x)) & \text{if } x \neq \text{nil} \land \text{list}^P(x) \neq \bot \\ \bot & \text{if } \text{list}^P(x) = \bot \end{cases}
\]

\(\text{Rank}^P(x)\) is 0 if \(x\) points to a list that does not intersect \(y\). It is equal to \(RANK^y\) when \(x\) reaches \(y\). It is \(\bot\) if neither case applies.

The (simplified) \(\beta_{\text{list}}\) constraints are then as follows:
(y = nil ⇒ (LS^y ∧ RANK^y = 0)) ∧
((y ≠ nil ∧ LS^{n(y)}) ⇒ (LS^y ∧ RANK^y = RANK^{n(y)} + 1)) ∧
((y ≠ nil ∧ ¬LS^{n(y)}) ⇒ (¬LS^y ∧ RANK^y = ⊥)) ∧
((n(y) = b_{n(y)})
∧ (y ≠ b_{n(y)} ⇒ (LS^{n(y)} = list^P(b_{n(y)})) ∧ RANK^{n(y)} = Rank^P(b_{n(y)}))))

The resulting Delta Logic formula from transforming list(x) is:
list^P(x) ∧ β_{list}

where we existentially quantify P in the above formula to yield an equivalent formula to list(x). In any satisfying model for this formula, list^P(x) will hold iff x points to a list (and hence captures the original formula precisely). Rank^P(x) will be (i) 0 if x points to a list without going through y (ii) 1 if x points to a list going through y and (iii) ⊥ if neither case applies.

Intuitively the contextual formula and the delta-specific formula essentially compute lfps on their separate universes, communicating between themselves in stages, where the stage numbers are captured by ranks.

8.4 Definitions of list measures

We provide in this section the contextual recursive definitions of the various measures omitted from Section 5.

– We have recursive definitions that capture the length of list segments, where the length of the list segment from an element v in ∆ to z (where z ∈ ∆ ∪ {nil}) is imbibed from the integer variable LEN^v_z:

\[
\begin{align*}
\text{len}^P_z (x) & := h_P \\
& 0 \text{ if } [x] = [z] \\
& len^P_z (n(x)) + 1 \text{ if } [x] \neq [z] \\
& \land [x] \neq [\text{nil}] \\
& \land [x] \notin [\Delta] \\
& \text{LEN}^v_z \text{ if } [x] \neq [z] \\
& \land [x] = [v] \land v \in \Delta
\end{align*}
\]

– We have recursive definitions that capture the multiset of data elements (through a data-field key) stored in list segments, where again the multiset of data of list-segments from an element v in ∆ to z (where z ∈ ∆ ∪ {nil})
is imbibed from the set variable $MSKeys^z_v$:

$$mskeys^P_z(x) := \begin{cases} \emptyset & \text{if } [x]=[z] \\ \{\text{key}(x)\} \cup m \text{mskeys}^P_z(n(x)) & \text{if } [x] \neq [z] \\ & \land [x] \neq [\text{nil}] \\ & \land [x] \notin [\Delta] \\ MSKeys^z_v & \text{if } [x] \neq [z] \\ & \land [x] = [v] \land v \in \Delta \end{cases}$$

- We have recursive definitions that capture the maximum/minimum element of data elements stored in list segments, where again the maximum/minimum element of list-segments from an element $v$ in $\Delta$ to $z$ where $z \in \Delta \cup \{\text{nil}\}$ is imbibed from the data variable $Max^z_v$ (or $Min^z_v$). We assume the data-domain has a linear-order $\leq$, and that there are special constants $-\infty$ and $+\infty$ that are the minimum and maximum elements of this order. Let $\text{max}(r_1, r_2) \equiv \text{ite}(r_1 \leq r_2, r_2, r_1)$.

$$Max^P_z(x) := \begin{cases} -\infty & \text{if } [x]=[z] \\ \max(\text{key}(x), Max^P_z(n(x))) & \text{if } [x] \neq [z] \land [x] \neq [\text{nil}] \\ & \land [x] \notin [\Delta] \\ MAX^v \text{ if } [x] \neq [z] \land [x] = [v] \\ & \land v \in \Delta \end{cases}$$

The function $Min^P_z$ is similarly defined.

- We have a recursive definition that captures sortedness, using the minimum element measure.

$$Sorted^P_z(x) := \begin{cases} x = z \lor \\ (x \neq z \land x \neq \text{nil} \land x \notin \Delta \land \min^P_z(x) \neq \bot \\ \land \text{key}(x) \leq \min^P_z(x) \land Sorted^P_z(n(x))) \lor \\ (x \neq z \land x \in \Delta \land \min^P_z(x) \neq \bot \land \text{key}(x) \leq \min^P_z(x) \\ \land \bigwedge_{v \in \Delta} (x = v \Rightarrow \text{SORTED}^v_z)) \end{cases}$$

### 8.5 Incorporating function calls with delta logic

In this section, we show how to generate VCs for a general setup that has both basic blocks and function calls, handling delta-changes using delta logics and
<table>
<thead>
<tr>
<th>Program</th>
<th>Precondition, Postcondition and Loop Invariant</th>
</tr>
</thead>
<tbody>
<tr>
<td>copyall (x:Loc) returns y:Loc</td>
<td><img src="image1" alt="Program copyall" /></td>
</tr>
<tr>
<td>sorted_listrev(x:Loc) returns ret:Loc</td>
<td><img src="image2" alt="Program sorted_listrev" /></td>
</tr>
<tr>
<td>even_split_rec(x:Loc, ff:Loc, ss:Loc) recursive function</td>
<td><img src="image3" alt="Program even_split_rec" /></td>
</tr>
<tr>
<td>sorted_merge(x:Loc, y:Loc) returns ret:Loc</td>
<td><img src="image4" alt="Program sorted_merge" /></td>
</tr>
</tbody>
</table>

Fig. 7. Examples of specifications in the delta logic of lists and list-measures
function calls using frame reasoning. To illustrate the key idea of our technique better, we shall restrict ourselves to the simple case of the delta logic of lists and list-measures introduced earlier. A formulation for general delta logics is a natural extension.

For simplicity of exposition, let us consider generating a VC for the case of a basic block of the form: \( S_1; \text{foo}(y) \). Let the pre and post conditions be denoted by \( \varphi_{\text{pre}} \) and \( \varphi_{\text{post}} \). We already know how to encode the transformation obtained from \( S_1 \) in a delta logic formula, say \( T_1 \). We also know to write the pre and post conditions of the program in delta logic as well. Let these be \( \varphi_{\text{pre-delta}} \) and \( \varphi_{\text{post-delta}} \) respectively expressed as in Section 4, with the precondition quantified existentially and the postcondition quantified universally.

In order to encode frame reasoning for the function call, we do the following:

- We introduce a new function \( n' \) (modeling the new next pointer), similarly new data fields (say, \( \text{key}' \)) and new recursive definitions, \( \text{list}' \), etc., defined using the new functions.
- We add constraints that model frame reasoning, saying that a recursive predicate/function has the same valuation as it did before the function call, for the program variables in the basic block, if the heaplet corresponding to the recursive definition did not intersect the modified heaplet of the function call. We also express a similar constraint for the function \( n' \). Note that these are quantifier-free formulae.
- We then express that the post-condition of the function \text{foo} holds, using the new recursive definitions.

Observe that the postcondition of the program would be encoded by using these new recursive definitions that use \( n' \). We can then write these formulae in delta logic, by using parameterized versions of these new recursive definitions.

In the case of our decidable delta logic of lists and list-measures, we model the abstraction of the context in the post-state of the function call with a function \( T' \), analogous to the abstraction of the context in the pre-state using the uninterpreted function \( T \) (as explained in Section 5). We then express similar constraints on summarizing segments in the post-state’s context using \( T' \) and reason with the resulting VC. Notice that the decidability result for the delta logic of lists and list-measures extends naturally to the addition of a second version of the recursive definitions defined over \( n' \) instead of \( n \) (and similarly for the data fields) and summarized by \( T' \) instead of \( T \) since the relationships between these due to the program transformation are all expressible by quantifier-free formulae.

Let the pre and post conditions of \text{foo} be denoted by \( FC_{\text{pre}} \) and \( FC_{\text{post}} \) respectively. Then, if the the VC for this program would be of the form:

\[
\varphi_{\text{pre-delta}}(R^{P_1}, n, \overline{x}) \land T_1(R^{P_1}, R^{P_2}, n, \overline{x}) \land \\
\left( FC_{\text{pre}}(R^{P_2}, n, \overline{x}) \Rightarrow FC_{\text{post}}(R^{P_3}, n', \overline{x'}) \right) \land \\
\text{frame-reasoning}(\text{heaplet}(FC_{\text{pre}})) \Rightarrow \varphi_{\text{post-delta}}(R^{P_3}, n', \overline{x'})
\]
where \( R^{P1}, R^{P2} \) refer to the parameterized recursive functions in the state of the program before the function call: one set of parameters each for the states before and after \( S_1 \), and \( R^{P3} \) refers to the parameterized recursive functions that are defined on the state of the program after the function call. \( n \) and \( n' \) refer to the respective pointers, and \( \mathcal{P} \) and \( \mathcal{P}' \) refer to the total set of program variables in the pre- and post-states of the function call. Finally, \textit{frame-reasoning} is a formula that systematically infers valuations of recursive functions on the post-state of the function call from the corresponding valuations on the pre-state, depending on the heaplet of the function call. Observe that this is a quantifier-free delta logic formula.

It is easy to see that this technique can be extended to any number of basic blocks interrupted by function calls. This gives us a generalized VC generation technique that helps us verify more interesting programs, examples of which are discussed in Section 6.

### 8.6 Decidability of LM Logic

In this Section we will see the constraints that we introduce to translate a quantifier-free formula the contextual logic of list measures into an equisatisfiable quantifier-free recursion-free formula, the encoding of these constraints into SMT and a proof sketch of the decidability of the delta logic of list measures.

We will first consider the simpler logic \( LM[ls, hls, rank] \). Recall the definitions of \( X \) and \( L \) from Section 5. We construct a quantifier-free recursive-definition-free formula \( \psi \) that is satisfiable iff \( \varphi \) is satisfiable, as follows. First, we fix a new set (distinct from \( X \)) of location variables \( V = v_1, \ldots, v_{|X|-1} \), to stand for the merging locations \( L \) described in Section 5. We introduce an uninterpreted function \( T : V \cup (X \setminus \Delta) \rightarrow V \cup X \cup \{\bot\} \) (\( \bot \) is used to signify that the \( n \)-path on the location never intersects \( X \cup L \)). Let \( Z \subseteq X \) such that the recursive definitions \( ls^P_z, hls^P_z, rank^P_z \), for some \( P \in \mathcal{P} \), occur in \( \varphi \).

\( \psi \) is the conjunct of the following formulae:

- The formula \( \varphi \) (but with recursive definitions treated as uninterpreted relations and functions).
- For every \( z \in Z \), we introduce an uninterpreted function \( Dist_z : V \cup (X \setminus \Delta) \rightarrow \mathbb{N} \cup \{\bot\} \) that is meant to capture the distance from any location in \( V \cup X \) to \( z \), if \( z \) is reachable from that location without going through \( \Delta \), and is \( \bot \) otherwise. We add the constraint:

\[
\begin{align*}
\land_{v \in V \cup (X \setminus \Delta)} \left[ (Dist_z(v) = 0 \iff v = z) \land \\
v \neq z \Rightarrow \left( ((T(v) = \bot \lor Dist_z(T(v)) = \bot) \\
\Rightarrow Dist_z(v) = \bot \right) \land \\
((T(v) \neq \bot \land Dist_z(T(v)) \neq \bot) \\
\Rightarrow Dist_z(v) = Dist_z(T(v)) + 1 \right) \right]
\end{align*}
\]
– For every \( x \in X \), and for every \( P \in \mathcal{P} \), we have a conjunct:
\[
ls_P^P(x) \iff (\text{Dist}_z(x) \neq \bot \\
\lor \bigvee_{v \in \Delta} (\text{Dist}_v(x) \neq \bot \land LS_v^P)
\]

– For every \( x \in X \), \( z \in Z \), and for every \( P \in \mathcal{P} \), we have a conjunct:
\[
(\text{Dist}_z(x) = \bot \Rightarrow \text{rank}_z^P(x) = \bot) \\
\land (\text{Dist}_z(x) \neq \bot \Rightarrow \text{rank}_z^P(x) = \text{RANK}_z^P)
\]

– We capture the heaplets of list-segments from \( v \in V \cup (X \setminus \Delta) \) to \( T(v) \) (excluding both end-points) using a set of locations \( H(v) \) and constrain them so that they are pairwise disjoint and do not contain the locations \( X \):
\[
\bigwedge_{x \in X, v \in V \cup (X \setminus \Delta)} x \notin H(v) \\
\land \bigwedge_{v, v' \in V \cup (X \setminus \Delta)} (v \neq v' \Rightarrow H(v) \cap H(v') = \emptyset)
\]

– We can then precisely capture the heaplet \( hls_z^P(x) \) by taking the union of all heaplets of list segments lying on its path to \( z \). We do this using the following constraint, for each \( v \in (X \setminus \Delta) \cup V \):
\[
(\text{Dist}_z(v) = \bot \Rightarrow hls_z^P(v) = \emptyset) \\
\land (hls_z^P(z) = \emptyset) \\
\land (\text{Dist}_z(v) \neq \bot \land v \neq z) \\
\Rightarrow hls_z(v) = H(v) \cup \{v\} \cup hls_z(T(v))
\]

Note that the formula \( \psi \) is quantifier-free and over the combined theory of arithmetic, uninterpreted functions, and sets.

We show correctness of the above translation:

**Theorem 4.** For any quantifier-free contextual formula \( \phi(P, X) \) of \( LM[ls, hls, rank] \), the quantifier-free and recursion-free formula \( \psi(P, X) \) obtained from the translation above is equisatisfiable given a common valuation for \( P \).

So far in this section we specified various constraints on the measure summaries that yield the decidability of the delta logic of lists and list-measures. In this section, we shall detail the encoding of these constraints into SMT and sketch a proof of the decidability.

The decidability of the logic follows from the decidability of the contextual logic \( LM[ls, hls, rank, len, mskeys, min, max, sorted] \). This in turn is proved by expressing constraints that ensure that the summaries correspond to true lists, and the fact that these constraints can be expressed using a combination of decidable SMT theories.
Recall first that the constraints for $LM[ls, hls, rank]$ require that the heaplet measures for disjoint segments be disjoint, that the heaplet of a location be the union of the heaplet of the first summarised segment (ending at $T(v)$) with the heaplet of $T(v)$ and finally some constraints relating the values of the recursive definitions with the parameters and the $Dist$ function. Given the ‘tree-like’ structure of $X$ (see Figure 4) it is easy to see that any valuation of measures satisfying these constraints is realisable by true list segments. This is because the $Dist$ function accurately captures the reachability and distance on $X$ using applications of $T$ which, combined with the constraint for the list, heaplet and rank recursive definitions imply that they are computed accurately provided that the heaplet measures segments are realisable by true heaplets. This is ensured by the constraint on disjoint segments (segments with different initial locations).

We can also prove a similar result for $LM[ls, hls, rank, len, mskeys, min, max, sorted]$.

Recall that the constraints are that for each $v \in (X \setminus \Delta) \cup V$:

- The cardinality of $hls\mu(v)$ must be $len\mu(v)$.
- The cardinality of $mskeys\mu(v)$ must be $len\mu(v)$.
- $min\mu(v)$ and $max\mu(v)$ must be the minimum and maximum elements of $mskeys\mu(v)$.
- If $min\mu(v) = max\mu(v) \neq \bot$, then $sorted\mu(v)$ can only be true.

Similarly as above, the first two cardinality constraints imply that we can realise list segments with appropriate lengths and keys as given by the valuation. The third constraint determines the $min\mu$ and $max\mu$ measures. It only remains to determine the order of the keys in each list segment to realise true segments. For this we simply realise the keys in a sorted order or otherwise depending on the valuation of sortedness measure for the segment. Note that any list segment with minimum element different from maximum can be realized by either a sorted or an unsorted list. Therefore the fourth constraint handles the degenerate case when the minimum is to be equal to the maximum where the sortedness measure must necessarily evaluate to $true$. Clearly the list segments we have constructed above have the same measures as that of the valuation and are true list segments, which is what we desire.

The above constraints, though seemingly simple, are hard to shoehorn into existing decidable theories (though the fourth constraint can be easily expressed). The first two constraints can be expressed using quantifier-free BAPA [24] constraints, which is decidable. We can get around defining the minimum of list segments by having the set of keys store only offsets from the minimum (and including the key 0 always). However, capturing max and sortedness measures as well while preserving decidability seems hard.

Consequently, we give a new decision procedure that exploits the setup we have here. First, note that we can restrict the formulae that use sets containing keys to involve only membership testing of free variables in them, combinations using union and intersection, and checking emptiness of derived sets. We can disallow checking non-emptiness as non-emptiness of a set $S$ can always be captured by demanding $k \in S$, for a fresh free variable $k$. 
Our primary observation is that we can then restrict the multiset of keys to be over a bounded universe of elements. This bounded universe consists of one element for each free variable of type key in the formula (call this $K$), and, in addition, will consist of one element for each Venn region formed by the multiset of keys for each segment $(v,T(v))$ of the context’s heap. The idea of introducing an element for each Venn region is not new, and is found in many works that deal with combinations of sets and cardinality constraints [24].

Once we have bounded the universe of keys, we can represent a multiset of keys using a set of natural numbers that represent the multiplicity of elements, and write the effect of unions and intersections using Presburger arithmetic. The cardinality of the multiset is the sum of these numbers and the minimum and maximum key can be expressed using the smallest and largest keys in the finite universe with multiplicity greater than 0.

Note that the above procedure introduces an exponential number of variables, and hence poses challenges to be effective in practice. There are several possible ways of mitigating this. First, there is existing work (see [25]) on reasoning with BAPA that argues and builds practical algorithms that introduce far smaller universes in practice. Second, in the case where we allow only combinations of sets using union (and not intersection), and allow checking subset constraints and emptiness, we can show that introducing a single new element in the universe other than $K$ suffices. The reason is that without intersections, the identity of the elements do not matter and their multiplicities are preserved by representing with only one element. We exploit this in our implementation.

We also note here that in our experiments, we use a slightly more expressive logic (see Figure 7), which allows free set variables to denote expressions of the appropriate type, such as $H = hls_{nil}(x) \cup hls_{nil}(y)$, where $H$ is a set variable over locations. We add parameterized predicates for sortedness in the descending order and handle it the same way as our $\text{sorted}_P$ predicate, as well as a new constructor for integer terms $(\#(mskt, keyt))$ that denotes the multiplicity of $keyt$ in $mskt$ (constrained to be non-negative). The results that for the logic $LM$ extend smoothly to this extended logic as well.